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## Demographics

## vars n mean sd median trimmed mad min max range skew kurtosis  
## X1 1 2016 37.17 11.41 35 35.93 10.38 18 81 63 0.92 0.26  
## se  
## X1 0.25

## $demographics\_gender  
## .  
## female male other   
## 0.000000000 0.509424603 0.484126984 0.006448413

## Counts of correct identifications within each rank position

### Across different levels of memory

## Create a vector of rank counts ---  
Rank\_dvector <- din %>%   
   
## Only include target present lineup data ---   
 filter(target == "P") %>%  
   
## Separate into levels of memory strength (High and Low) ---   
 group\_by(memory)%>%  
   
## Sum the correct selection of the target across each rank postion ---   
 summarise(r1 = sum(R1\_Corr),  
 r2 = sum(R2\_Corr),  
 r3 = sum(R3\_Corr),  
 r4 = sum(R4\_Corr),  
 r5 = sum(R5\_Corr),  
 r6 = sum(R6\_Corr),  
 r7 = sum(R7\_Corr),  
 r8 = sum(R8\_Corr)  
 ) %>%   
  
## Return as a structured vector   
 select(-memory) %>%  
 as.matrix() %>%   
 as.vector %>%  
 structure(.Dim= c(2L,8L))

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8]  
## [1,] 365 118 55 51 46 49 28 13  
## [2,] 265 123 56 65 52 46 28 19

### Collapsed

## Create a vector of rank counts ---  
Rank\_dvector\_collapsed <- din %>%   
   
## Only include target present lineup data ---   
 filter(target == "P") %>%  
   
## Sum the correct selection of the target across each rank postion ---   
 summarise(r1 = sum(R1\_Corr),  
 r2 = sum(R2\_Corr),  
 r3 = sum(R3\_Corr),  
 r4 = sum(R4\_Corr),  
 r5 = sum(R5\_Corr),  
 r6 = sum(R6\_Corr),  
 r7 = sum(R7\_Corr),  
 r8 = sum(R8\_Corr)  
 ) %>%   
  
## Return as a structured vector   
 as.matrix() %>%   
 as.vector %>%  
 structure(.Dim= c(1L,8L))  
  
## Bind the resulting vector to Rank\_dvector  
Rank\_dvector <- rbind(Rank\_dvector,Rank\_dvector\_collapsed)

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8]  
## [1,] 365 118 55 51 46 49 28 13  
## [2,] 265 123 56 65 52 46 28 19  
## [3,] 630 241 111 116 98 95 56 32

## Proportional correct

Rank\_prop <- din %>%  
 filter(target == "P")%>%  
 group\_by(memory) %>%  
 summarise(Rank\_1 = sum(R1\_Corr)/sum(n),  
 Rank\_2 = sum(R2\_Corr)/sum(n),  
 Rank\_3 = sum(R3\_Corr)/sum(n),  
 Rank\_4 = sum(R4\_Corr)/sum(n),  
 Rank\_5 = sum(R5\_Corr)/sum(n),  
 Rank\_6 = sum(R6\_Corr)/sum(n),  
 Rank\_7 = sum(R7\_Corr)/sum(n),  
 Rank\_8 = sum(R8\_Corr)/sum(n),  
 n = n()  
 )  
 Rank\_prop

## # A tibble: 2 x 10  
## memory Rank\_1 Rank\_2 Rank\_3 Rank\_4 Rank\_5 Rank\_6 Rank\_7 Rank\_8 n  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <int>  
## 1 S 0.503 0.163 0.0758 0.0702 0.0634 0.0675 0.0386 0.0179 726  
## 2 W 0.405 0.188 0.0856 0.0994 0.0795 0.0703 0.0428 0.0291 654
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## Create a vector of conditional rank probabilities ---  
Cond\_Cum\_Rank <- din %>%   
   
## Only include target present lineup data ---   
 filter(target == "P") %>%  
   
## Separate into levels of memory strength (High and Low) ---   
 group\_by(memory)%>%  
   
## Sum the correct selection of the target across each rank postion ---   
 summarise(r1 = sum(R1\_Corr),  
 r2 = sum(R2\_Corr),  
 r3 = sum(R3\_Corr),  
 r4 = sum(R4\_Corr),  
 r5 = sum(R5\_Corr),  
 r6 = sum(R6\_Corr),  
 r7 = sum(R7\_Corr),  
 r8 = sum(R8\_Corr),  
 n = r1+r2+r3+r4+r5+r6+r7+r8  
 ) %>%   
   
## Calcluate conditional rank probabilities ---  
 mutate(c1 = r1/n,  
 c2 = r2/(n-r1),  
 c3 = r3/(n-r1-r2),  
 c4 = r4/(n-r1-r2-r3),  
 c5 = r5/(n-r1-r2-r3-r4),  
 c6 = r6/(n-r1-r2-r3-r4-r5),  
 c7 = r7/(n-r1-r2-r3-r4-r5-r6),  
 c8 = r8/(n-r1-r2-r3-r4-r5-r6-r7),  
 ) %>%  
  
## Return as a structured vector   
 select(-memory,-n) %>%  
 as.matrix() %>%   
 as.vector %>%  
 structure(.Dim= c(2L,16L))  
  
## Remove ranking counts ---  
Cond\_Cum\_Rank <- Cond\_Cum\_Rank[,9:16]  
Cond\_Cum\_Rank

## [,1] [,2] [,3] [,4] [,5] [,6] [,7]  
## [1,] 0.5034483 0.3277778 0.2272727 0.2727273 0.3382353 0.5444444 0.6829268  
## [2,] 0.4051988 0.3161954 0.2105263 0.3095238 0.3586207 0.4946237 0.5957447  
## [,8]  
## [1,] 1  
## [2,] 1

matplot(t(Cond\_Cum\_Rank), type = "p", bty="l", pch=c(19,17), ylab = "Conditional Probability Correct", xlab = "Rank position")  
 legend("topleft", legend = c("Strong memory","Weak memory"),pch =c(19,17), col = c("black","red"), inset = .05)  
 box("plot")

![](data:image/png;base64,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)

## Estimation of UV-SDT parameters

Model

expSDTrank <- function(Q, param.names, n.params, tmp.env){  
 n <- 8  
 e <- vector("numeric", n)  
 mu <- Q[1]  
 ss <- Q[2]  
 G <- function(x,i) {  
 (pnorm(x)^(n-i))\*dnorm(x, mean = mu, sd = ss)\*(1-pnorm(x))^(i-1)\*choose(n-1, i-1)  
 }  
   
 for (ii in 1:n) {  
 e[ii] <- integrate(G,-Inf,Inf,i = ii, rel.tol = .Machine$double.eps^0.5)$value  
 }  
 return(e)  
}

Fitting function

SDTrank <- function(Q, data, param.names, n.params, tmp.env, lower.bound, upper.bound){  
 e <- expSDTrank(Q, param.names, n.params, tmp.env)  
 LL <- -sum(data[data!=0]\*log(e[data!=0]))  
 return(LL)  
 }

### Results

Strong memory

## Presenting the best result out of 5 minimization runs.

## [1] "Model fitting begins at 2019-05-15 17:01:12"  
## [1] "Model fitting stopped at 2019-05-15 17:01:13"  
## Time difference of 0.977808 secs

## No function for computing Hessian Matrix specified or it failed. Hessian Matrix is estimated numerically. Validity of CIs is questionable.

## Note: CIs are based on the numerically estimated Hessian matrix

## Log.Likelihood G.Squared df p.value  
## 1 -1153.079 17.79353 5 0.003216612

## estimates lower.conf upper.conf  
## mu 1.335476 1.206000 1.464951  
## sigma 1.293614 1.164479 1.422749

Weak memory

## Presenting the best result out of 5 minimization runs.

## [1] "Model fitting begins at 2019-05-15 17:01:13"  
## [1] "Model fitting stopped at 2019-05-15 17:01:13"  
## Time difference of 0.4513302 secs

## No function for computing Hessian Matrix specified or it failed. Hessian Matrix is estimated numerically. Validity of CIs is questionable.

## Note: CIs are based on the numerically estimated Hessian matrix

## Log.Likelihood G.Squared df p.value  
## 1 -1147.708 11.73185 5 0.0386527

## estimates lower.conf upper.conf  
## mu 1.016965 0.9036574 1.130272  
## sigma 1.159893 1.0448971 1.274889

Combined

## Presenting the best result out of 5 minimization runs.

## [1] "Model fitting begins at 2019-05-15 17:01:13"  
## [1] "Model fitting stopped at 2019-05-15 17:01:14"  
## Time difference of 0.880717 secs

## No function for computing Hessian Matrix specified or it failed. Hessian Matrix is estimated numerically. Validity of CIs is questionable.

## Note: CIs are based on the numerically estimated Hessian matrix

## Log.Likelihood G.Squared df p.value  
## 1 -2307.446 27.16114 5 5.306498e-05

## estimates lower.conf upper.conf  
## mu 1.177031 1.091317 1.262745  
## sigma 1.230494 1.144104 1.316883